![](data:image/jpeg;base64,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)
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**Задание 1.**

* Создаем роли пользователей:

CREATE ROLE HighLevel;

CREATE ROLE LeadershipLevel;

CREATE ROLE InformationLevel;

CREATE ROLE TechologicalLevel;

CREATE ROLE ServiceLevel;

CREATE ROLE PresentationLevel;

CREATE ROLE IntersectoralLevel;

* Выдаем права созданным ролям:

GRANT SELECT, UPDATE, DELETE ON Магистраль TO HighLevel;

GRANT SELECT, UPDATE, DELETE ON Кабель TO HighLevel;

GRANT SELECT, UPDATE, DELETE ON Тип\_кабеля TO HighLevel;

GRANT SELECT, UPDATE, DELETE ON Пара TO HighLevel;

GRANT SELECT, UPDATE, DELETE ON Магистраль(Тип\_магистрали, Число\_кабелей)

TO LeadershipLevel;

GRANT SELECT, UPDATE, DELETE ON Кабель(Цепь\_ДП, Тип\_кабеля, #Магистрали)

TO LeadershipLevel;

GRANT SELECT, UPDATE, DELETE ON Тип\_кабеля(Число\_пар, Защита)

TO LeadershipLevel;

GRANT SELECT, UPDATE, DELETE ON Пара(#Кабеля, ПРД/ПРМ)

TO LeadershipLevel;

GRANT SELECT, UPDATE, DELETE ON Магистраль(Тип\_магистрали)

TO InformationLevel;

GRANT SELECT, UPDATE, DELETE ON Кабель(Цепь\_ДП, Тип\_кабеля, #Магистрали, #Кабеля)

TO InformationLevel;

GRANT SELECT, UPDATE, DELETE ON Тип\_кабеля(Число\_пар, Защита) TO InformationLevel;

GRANT SELECT, UPDATE, DELETE ON Пара(ПРД/ПРМ, #Кабеля, #Пары) TO InformationLevel;

GRANT SELECT, UPDATE, DELETE ON Магистраль(Тип\_магистрали, Число\_кабелей)

TO TechologicalLevel;

GRANT SELECT, UPDATE ON Кабель(#Магистрали, #Кабеля) TO TechologicalLevel;

GRANT SELECT ON Тип\_кабеля TO TechologicalLevel;

GRANT SELECT, UPDATE, DELETE ON Пара(ПРД/ПРМ, #Кабеля) TO TechologicalLevel;

GRANT SELECT, UPDATE, DELETE ON Магистраль(Тип\_магистрали, Число\_кабелей)

TO ServiceLevel;

GRANT SELECT, UPDATE, DELETE ON Кабель(Цепь\_ДП, Тип\_кабеля, #Магистрали, #Кабеля)

TO ServiceLevel;

GRANT SELECT, UPDATE, DELETE ON Тип\_кабеля TO ServiceLevel;

GRANT SELECT, UPDATE, DELETE ON Пара(ПРД/ПРМ, #Кабеля, #Пары) TO ServiceLevel;

GRANT SELECT ON Магистраль TO PresentationLevel;

GRANT SELECT ON Кабель TO PresentationLevel;

GRANT SELECT ON Тип\_кабеля TO PresentationLevel;

GRANT SELECT ON Пара TO PresentationLevel;

GRANT SELECT ON Магистраль TO IntersectoralLevel;

GRANT SELECT ON Кабель TO IntersectoralLevel;

GRANT SELECT ON Тип\_кабеля TO IntersectoralLevel;

GRANT SELECT ON Пара TO IntersectoralLevel;

**Задание 2.**

* Создание функции add\_task\_data:

CREATE FUNCTION add\_task\_data(@task\_name NVARCHAR(50), @start\_date DATE,

@end\_date DATE, @description NVARCHAR(100),

@responsible\_employee\_id INT, @connected\_employee\_ids NVARCHAR(MAX))

RETURNS INT

AS

BEGIN

DECLARE @result INT = 0

IF EXISTS (SELECT 1 FROM task WHERE task\_name = @task\_name AND start\_date

= @start\_date)

SET @result = 1

ELSE IF NOT EXISTS (SELECT 1 FROM employee WHERE employee\_id = @responsible\_employee\_id)

SET @result = 2

ELSE IF TRY\_PARSE(CONCAT(@start\_date, ' 00:00:00') AS DATETIME) IS NULL

OR TRY\_PARSE(CONCAT(@end\_date, ' 00:00:00') AS DATETIME) IS NULL

SET @result = 2

ELSE BEGIN

BEGIN TRANSACTION

BEGIN TRY

INSERT INTO task (task\_name, start\_date, end\_date, description,

responsible\_employee\_id)

VALUES (@task\_name, @start\_date, @end\_date, @description, @responsible\_employee\_id)

DECLARE @task\_id INT = SCOPE\_IDENTITY()

DECLARE @connected\_employee\_id INT

DECLARE @delimiter CHAR(1) = ','

DECLARE @start\_position INT = 1

DECLARE @end\_position INT

WHILE CHARINDEX(@delimiter, @connected\_employee\_ids, @start\_position) > 0

BEGIN

SET @end\_position = CHARINDEX(@delimiter, @connected\_employee\_ids, @start\_position)

SET @connected\_employee\_id = SUBSTRING(@connected\_employee\_ids, @start\_position, @end\_position - @start\_position)

INSERT INTO task\_employee (task\_id, employee\_id) VALUES

(@task\_id, @connected\_employee\_id)

SET @start\_position = @end\_position + 1

END

SET @connected\_employee\_id = SUBSTRING(@connected\_employee\_ids,

@start\_position, LEN(@connected\_employee\_ids) - @start\_position + 1)

INSERT INTO task\_employee (task\_id, employee\_id) VALUES

(@task\_id, @connected\_employee\_id)

COMMIT TRANSACTION

END TRY

BEGIN CATCH

SET @result = 3

ROLLBACK TRANSACTION

END CATCH

END

RETURN @result

END

GO

* Создание архивных таблиц:

CREATE TABLE task\_archive

(

task\_id INT PRIMARY KEY,

task\_name NVARCHAR(50) NOT NULL,

start\_date DATE NOT NULL,

end\_date DATE NOT NULL,

description NVARCHAR(100),

responsible\_employee\_id INT NOT NULL,

CONSTRAINT FK\_responsible\_employee\_id FOREIGN KEY (responsible\_employee\_id) REFERENCES employee(employee\_id)

)

GO

CREATE TABLE task\_employee\_archive

(

task\_id INT NOT NULL,

employee\_id INT NOT NULL,

CONSTRAINT PK\_task\_employee\_archive PRIMARY KEY (task\_id, employee\_id),

CONSTRAINT FK\_task\_id FOREIGN KEY (task\_id) REFERENCES task\_archive(task\_id),

CONSTRAINT FK\_employee\_id FOREIGN KEY (employee\_id) REFERENCES employee(employee\_id)

)

GO

* Создание функции перемещения данных в архивные таблицы:

CREATE FUNCTION archive\_tasks(@archive\_date DATE)

RETURNS INT

AS

BEGIN

DECLARE @result INT = 1

BEGIN TRANSACTION

BEGIN TRY

DECLARE @tasks\_to\_archive TABLE (task\_id INT)

INSERT INTO @tasks\_to\_archive (task\_id)

SELECT task\_id FROM task WHERE end\_date <= @archive\_date

IF @@ROWCOUNT > 0

BEGIN

SET @result = 0

INSERT INTO task\_archive (task\_id, task\_name, start\_date,

end\_date, description, responsible\_employee\_id)

SELECT task\_id, task\_name, start\_date, end\_date, description, responsible\_employee\_id

FROM task WHERE task\_id IN (SELECT task\_id FROM @tasks\_to\_achive)

INSERT INTO task\_employee\_archive (task\_id, employee\_id)

SELECT task\_id, employee\_id FROM task\_employee WHERE task\_id IN

(SELECT task\_id FROM @tasks\_to\_archive)

DELETE FROM task\_employee WHERE task\_id IN (SELECT task\_id FROM

@tasks\_to\_archive)

DELETE FROM task WHERE task\_id IN (SELECT task\_id FROM

@tasks\_to\_archive)

END

COMMIT TRANSACTION

END TRY

BEGIN CATCH

SET @result = 2

ROLLBACK TRANSACTION

END CATCH

RETURN @result

END

GO

* Создание процедуры расчета ежегодной премии:

CREATE PROCEDURE calculate\_annual\_bonus(@hierarchy\_level INT, @num\_tasks INT,

@bonus\_percent INT, @success BIT OUT, @bonus\_table TABLE (employee\_id INT,

bonus\_amount MONEY))

AS

BEGIN

SET NOCOUNT ON;

BEGIN TRY

INSERT INTO @bonus\_table (employee\_id, bonus\_amount)

SELECT employee.employee\_id, (employee.salary \* @bonus\_percent /

100.0)

FROM employee

INNER JOIN (

SELECT task\_employee.employee\_id, COUNT(DISTINCT task\_employee.task\_id) AS num\_responsible\_tasks

FROM task\_employee

INNER JOIN task ON task.task\_id = task\_employee.task\_id

WHERE task\_employee.employee\_id = task.responsible\_employee\_id

AND task\_employee.employee\_hierarchy\_level = @hierarchy\_level AND

YEAR(task.start\_date) = YEAR(GETDATE())

GROUP BY task\_employee.employee\_id

HAVING COUNT(DISTINCT task\_employee.task\_id) >= @num\_tasks

) AS responsible\_tasks ON responsible\_tasks.employee\_id = employee.employee\_id

SET @success = 1

END TRY

BEGIN CATCH

SET @success = 0

END CATCH

END

GO

CREATE PACKAGE task\_package AS

FUNCTION add\_task\_data(@task\_name NVARCHAR(50), @start\_date DATE,

@end\_date DATE, @description NVARCHAR(100),

@responsible\_employee\_id INT, @connected\_employee\_ids NVARCHAR(MAX)) RETURNS INT

FUNCTION archive\_tasks(@archive\_date DATE) RETURNS INT

PROCEDURE calculate\_annual\_bonus(@hierarchy\_level INT, @num\_tasks INT,

@bonus\_percent INT, @success BIT OUT, @bonus\_table TABLE (employee\_id INT,

bonus\_amount MONEY))

END

GO

**Задание 3.**

* Создание функции add\_flight\_data:

CREATE FUNCTION add\_flight\_data (@departure\_point varchar(50), @destination\_point varchar(50), @departure\_time datetime, @arrival\_time

datetime, @aircraft\_code varchar(10), @captain\_code int, @crew\_codes

varchar(100))

RETURNS int

AS

BEGIN

DECLARE @flight\_id int

SELECT @flight\_id = flight\_id FROM flight WHERE departure\_point =

@departure\_point AND destination\_point = @destination\_point AND departure\_time = @departure\_time

IF @flight\_id IS NULL

BEGIN

INSERT INTO flight (departure\_point, destination\_point, departure\_time, arrival\_time, aircraft\_code) VALUES (@departure\_point,

@destination\_point, @departure\_time, @arrival\_time, @aircraft\_code)

SET @flight\_id = @@IDENTITY

END

ELSE

BEGIN

RETURN 1

END

DECLARE @error int

SET @error = 0

INSERT INTO crew\_flight (crew\_id, flight\_id) VALUES (@captain\_code, @flight\_id)

SET @error = @@ERROR

IF LEN(@crew\_codes) > 0

BEGIN

DECLARE @crew\_table TABLE (code int)

DECLARE @pos int

SET @pos = CHARINDEX(',', @crew\_codes)

WHILE @pos > 0

BEGIN

INSERT INTO @crew\_table (code) VALUES (CAST(SUBSTRING(@crew\_codes, 1, @pos - 1) AS int))

SET @crew\_codes = SUBSTRING(@crew\_codes, @pos + 1,

LEN(@crew\_codes) - @pos)

SET @pos = CHARINDEX(',', @crew\_codes)

END

INSERT INTO @crew\_table (code) VALUES (CAST(@crew\_codes AS

int))

INSERT INTO crew\_flight (crew\_id, flight\_id)

SELECT code, @flight\_id FROM @crew\_table

SET @error = @@ERROR

END

IF @error <> 0

BEGIN

RETURN 2

END

RETURN 0

END

* Создание функции move\_records\_to\_archive:

CREATE FUNCTION move\_records\_to\_archive (@archive\_date datetime)

RETURNS int

AS

BEGIN

DECLARE @error int

SET @error = 0

BEGIN TRAN

INSERT INTO flight\_archive (flight\_id, departure\_point, destination\_point, departure\_time, arrival\_time, aircraft\_code)

SELECT flight\_id, departure\_point, destination\_point, departure\_time, arrival\_time, aircraft\_code FROM flight WHERE arrival\_time < @archive\_date

SET @error = @@ERROR

IF @error <> 0

BEGIN

ROLLBACK TRAN

RETURN 2

END

DELETE FROM flight WHERE arrival\_time < @archive\_date

SET @error = @@ERROR

IF @error <> 0

BEGIN

ROLLBACK TRAN

RETURN 2

END

INSERT INTO crew\_flight\_archive (crew\_id, flight\_id)

SELECT crew\_id, flight\_id FROM crew\_flight WHERE flight\_id IN (SELECT

flight\_id FROM flight\_archive)

SET @error = @@ERROR

IF @error <> 0

BEGIN

ROLLBACK TRAN

RETURN 2

END

DELETE FROM crew\_flight WHERE flight\_id IN (SELECT flight\_id FROM

flight\_archive)

SET @error = @@ERROR

IF @error <> 0

BEGIN

ROLLBACK TRAN

RETURN 2

END

COMMIT TRAN

IF @@ROWCOUNT > 0

BEGIN

RETURN 0

END

ELSE

BEGIN

RETURN 1

END

END

* Создание процедуры calculate\_bonus:

CREATE PROCEDURE calculate\_bonus (@hierarchy\_level int, @num\_of\_flights int,

@bonus\_percent int, @result int OUTPUT)

AS

BEGIN

SELECT employee.id, employee.salary \* @bonus\_percent / 100 AS bonus

INTO #employee\_bonus

FROM employee

INNER JOIN crew ON employee.id = crew.employee\_id

INNER JOIN crew\_flight ON crew.id = crew\_flight.crew\_id

INNER JOIN flight ON crew\_flight.flight\_id = flight.flight\_id

WHERE employee.hierarchy\_level = @hierarchy\_level AND YEAR(flight.departure\_time) = YEAR(GETDATE()) AND COUNT(\*) >= @num\_of\_flights

GROUP BY employee.id, employee.salary

IF @@ROWCOUNT > 0

BEGIN

SET @result = 0

END

ELSE

BEGIN

SET @result = 1

END

SELECT \* FROM #employee\_bonus

DROP TABLE #employee\_bonus

END

**Задание 4.**

* Создание функции add\_game\_data:

CREATE FUNCTION add\_game\_data

(

@championship VARCHAR(50),

@location VARCHAR(100),

@game\_date DATETIME,

@opponent\_team\_code INT,

@captain\_code INT,

@player\_codes\_str VARCHAR(MAX)

)

RETURNS INT

AS

BEGIN

SET NOCOUNT ON;

DECLARE @result INT = 0;

IF EXISTS (SELECT 1 FROM games WHERE location = @location AND game\_date =

@game\_date)

BEGIN

SET @result = 1;

END

ELSE

BEGIN

-- Check if captain exists

IF NOT EXISTS (SELECT 1 FROM players WHERE player\_code = @captain\_code)

BEGIN

SET @result = 2;

END

ELSE

BEGIN

DECLARE @player\_codes TABLE (player\_code INT);

DECLARE @delimiter CHAR(1) = ',';

DECLARE @start\_pos INT = 1;

DECLARE @end\_pos INT;

DECLARE @player\_code\_str VARCHAR(20);

WHILE CHARINDEX(@delimiter, @player\_codes\_str, @start\_pos) > 0

BEGIN

SET @end\_pos = CHARINDEX(@delimiter, @player\_codes\_str, @start\_pos);

SET @player\_code\_str = SUBSTRING(@player\_codes\_str, @start\_pos,

@end\_pos - @start\_pos);

SET @start\_pos = @end\_pos + 1;

IF NOT EXISTS (SELECT 1 FROM players WHERE player\_code =

@player\_code\_str)

BEGIN

SET @result = 2;

BREAK;

END

ELSE

BEGIN

INSERT INTO @player\_codes (player\_code) VALUES

(@player\_code\_str);

END

END

SET @player\_code\_str = SUBSTRING(@player\_codes\_str, @start\_pos,

LEN(@player\_codes\_str) - @start\_pos + 1);

IF NOT EXISTS (SELECT 1 FROM players WHERE player\_code =

@player\_code\_str)

BEGIN

SET @result = 2;

END

ELSE

BEGIN

INSERT INTO @player\_codes (player\_code) VALUES (@player\_code\_str);

INSERT INTO games (championship, location, game\_date, opponent\_team\_code)

VALUES (@championship, @location, @game\_date, @opponent\_team\_code);

DECLARE @game\_id INT = SCOPE\_IDENTITY();

INSERT INTO game\_players (game\_id, player\_code, is\_captain)

VALUES (@game\_id, @captain\_code, 1);

INSERT INTO game\_players (game\_id, player\_code, is\_captain)

SELECT @game\_id, player\_code, 0 FROM @player\_codes;

SET @result = 0;

END

END

END

RETURN @result;

END

* Создание архивных таблиц:

CREATE TABLE archive\_games (

game\_id INT PRIMARY KEY,

game\_name VARCHAR(50),

game\_date DATE,

game\_result VARCHAR(10)

);

CREATE TABLE archive\_game\_players (

game\_id INT,

player\_id INT,

score INT,

PRIMARY KEY (game\_id, player\_id)

);

* Создание функции MoveRecordsToArchiveTables:

CREATE FUNCTION MoveRecordsToArchiveTables (@date DATETIME)

RETURNS INT

AS

BEGIN

DECLARE @result INT = 1; -- По умолчанию не было перемещено ни одной записи

IF EXISTS (SELECT \* FROM игра WHERE дата < @date)

BEGIN

INSERT INTO архив\_игры (id, дата, игровое\_поле)

SELECT id, дата, игровое\_поле

FROM игра

WHERE дата < @date;

INSERT INTO архив\_игра\_игрок (id\_игры, id\_игрока, результат)

SELECT id\_игры, id\_игрока, результат

FROM игра\_игрок

WHERE id\_игры IN (SELECT id FROM игра WHERE дата < @date);

DELETE FROM игра WHERE дата < @date;

DELETE FROM игра\_игрок WHERE id\_игры IN (SELECT id FROM игра WHERE дата < @date);

SET @result = 0;

END

ELSE

BEGIN

SET @result = 1;

END

RETURN @result;

END

* Создание процедуры calculate\_annual\_bonus:

CREATE PROCEDURE calculate\_annual\_bonus

@percent\_of\_games float,

@bonus\_percent float,

@success bit OUTPUT,

@result\_table TABLE (player\_code int, bonus\_amount float) OUTPUT

AS

BEGIN

SET NOCOUNT ON;

IF @percent\_of\_games <= 0 OR @bonus\_percent <= 0

BEGIN

SET @success = 0;

RETURN;

END

DECLARE @total\_games int;

SELECT @total\_games = COUNT(\*) FROM club\_games;

IF @total\_games = 0

BEGIN

SET @success = 0;

RETURN;

END

DECLARE @eligible\_players TABLE (player\_code int);

INSERT INTO @eligible\_players

SELECT player\_code

FROM player\_games

GROUP BY player\_code

HAVING COUNT(\*) >= @total\_games \* @percent\_of\_games;

INSERT INTO @result\_table (player\_code, bonus\_amount)

SELECT player\_code, monthly\_salary \* @bonus\_percent

FROM players

WHERE player\_code IN (SELECT player\_code FROM @eligible\_players);

SET @success = 1;

END

**Задание 5.**

* Создание функции заведения сделки:

CREATE FUNCTION [dbo].[AddTransaction] (

@date\_conclusion DATE,

@date\_valuation DATE,

@date\_completion DATE,

@operation\_type VARCHAR(50),

@bank\_code VARCHAR(50),

@transaction\_code VARCHAR(50),

@prolongation\_code VARCHAR(50),

@account\_codes VARCHAR(255)

)

RETURNS INT

AS

BEGIN

DECLARE @bank\_id INT

DECLARE @transaction\_id INT

DECLARE @prolongation\_id INT

DECLARE @account\_count INT

DECLARE @account\_type VARCHAR(50)

DECLARE @account\_codes\_table TABLE (code VARCHAR(50))

SELECT @bank\_id = id

FROM banks

WHERE code = @bank\_code

IF @bank\_id IS NULL

BEGIN

RETURN 1

END

IF @prolongation\_code IS NOT NULL

BEGIN

SELECT @prolongation\_id = id

FROM transactions

WHERE code = @prolongation\_code

IF @prolongation\_id IS NULL

BEGIN

RETURN 1

END

END

INSERT INTO @account\_codes\_table

SELECT value FROM string\_split(@account\_codes, ';')

SELECT @account\_count = COUNT(\*)

FROM @account\_codes\_table

IF @account\_count = 0

BEGIN

RETURN 1

END

DECLARE @accounts\_table TABLE (id INT)

INSERT INTO @accounts\_table

SELECT id

FROM accounts

WHERE code IN (SELECT code FROM @account\_codes\_table)

AND type = @operation\_type

SELECT @account\_count = COUNT(\*)

FROM @accounts\_table

IF @account\_count <> @account\_codes\_table

BEGIN

RETURN 1

END

IF NOT EXISTS (

SELECT \*

FROM agreements

WHERE bank\_id = @bank\_id

AND start\_date <= @date\_conclusion

AND end\_date >= @date\_completion

)

BEGIN

RETURN 1

END

INSERT INTO transactions (code, date\_conclusion, date\_valuation, date\_completion, operation\_type, prolongation\_id)

VALUES (@transaction\_code, @date\_conclusion, @date\_valuation, @date\_completion,

@operation\_type, @prolongation\_id)

SELECT @transaction\_id = SCOPE\_IDENTITY()

INSERT INTO transaction\_accounts (transaction\_id, account\_id)

SELECT @transaction\_id, id

FROM @accounts\_table

RETURN 0

END

* Создание функции перемещения записей в архивные таблицы:

CREATE FUNCTION moveTransactionsToArchive (@archiveDate DATE)

RETURNS INT

AS

BEGIN

DECLARE @result INT;

BEGIN TRY

BEGIN TRANSACTION;

INSERT INTO Archive\_Transaction (transaction\_id, transaction\_date, transaction\_amount)

SELECT transaction\_id, transaction\_date, transaction\_amount

FROM Transaction

WHERE transaction\_status = 'completed' AND transaction\_date < @archiveDate;

INSERT INTO Archive\_Transaction\_Account (transaction\_id, account\_id, transaction\_amount)

SELECT transaction\_id, account\_id, transaction\_amount

FROM Transaction\_Account

WHERE transaction\_status = 'completed' AND transaction\_date < @archiveDate;

DELETE FROM Transaction

WHERE transaction\_status = 'completed' AND transaction\_date < @archiveDate;

DELETE FROM Transaction\_Account

WHERE transaction\_status = 'completed' AND transaction\_date < @archiveDate;

SET @result = 0

COMMIT;

END TRY

BEGIN CATCH

ROLLBACK;

SET @result = 2;

END CATCH

IF NOT EXISTS (SELECT \* FROM Archive\_Transaction) AND NOT EXISTS (SELECT \* FROM

Archive\_Transaction\_Account)

BEGIN

SET @result = 1;

END

RETURN @result;

END

* Создание процедуры поиска крупнейших кредиторов и дебиторов:

CREATE PROCEDURE dbo.find\_largest\_creditors\_and\_debtors

@percent\_credit\_given INT,

@percent\_credit\_taken INT,

@success BIT OUTPUT,

@largest\_credit\_given TABLE (bank\_code INT, credit\_amount DECIMAL(18,2)) OUTPUT,

@largest\_credit\_taken TABLE (bank\_code INT, credit\_amount DECIMAL(18,2)) OUTPUT

AS

BEGIN

SET NOCOUNT ON

DECLARE @avg\_credit\_given DECIMAL(18,2)

DECLARE @avg\_credit\_taken DECIMAL(18,2)

SELECT @avg\_credit\_given = AVG(credit\_amount) FROM loans WHERE YEAR(loan\_date) =

YEAR(GETDATE())

SELECT @avg\_credit\_taken = AVG(credit\_amount) FROM loans WHERE YEAR(loan\_date) =

YEAR(GETDATE())

INSERT INTO @largest\_credit\_given

SELECT bank\_code, credit\_amount FROM loans WHERE YEAR(loan\_date) = YEAR(GETDATE()) AND credit\_amount > (@avg\_credit\_given \* (1 + (@percent\_credit\_given /

100)))

INSERT INTO @largest\_credit\_taken

SELECT bank\_code, credit\_amount FROM loans WHERE YEAR(loan\_date) = YEAR(GETDATE()) AND credit\_amount > (@avg\_credit\_taken \* (1 + (@percent\_credit\_taken /

100)))

IF ((SELECT COUNT(\*) FROM @largest\_credit\_given) = 0 OR (SELECT COUNT(\*) FROM

@largest\_credit\_taken) = 0)

SET @success = 0

ELSE

SET @success = 1

RETURN

END